Lab 8

1. Coin Change Problem - All combinations

def a(c, s):

result = []

def backtrack(t, start, path):

if t == 0:

result.append(path)

return

for i in range(start, len(s)):

if t >= s[i]:

backtrack(t - s[i], i, path + [s[i]])

backtrack(c, 0, [])

return result

c = 6

s = [1, 3,4]

print("All combinations of coins:", a(c, s))
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2. Knapsack Problem

def b(v, w, m):

i = [(v[i] / w[i], v[i], w[i]) for i in range(len(v))]

i.sort(reverse=True)

k = 0

for p, v, w in i:

if m - w >= 0:

m -= w

k += v

else:

k += p \* m

break

return k

v = [60, 100, 120]

w = [10, 20, 30]

m = 50

print("Maximum value:", b(v, w, m))

Output:![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK0AAAATCAYAAADib41GAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAASaSURBVGhD7Zq/bxpJFMe/uT8DA1FMS2kJBWQUK1FcUSBZiqEACaoE4SIybihiFzRHlMLITmVLpgCjs0Th6iJHnIiMheSSlovAwL9x997sLGwMy/LrdNloPhLy7Oy8t2923rz3BvME6y/+gUJhI36TfxUK26CcVmE7lNMqbIdyWoXtGHPa9MkX1KvnSHueyB5i64j6qP8kKTtWQyj7BeWYR179Qujviz4/5/xeIS/WWVvrvKmNNI7HZF/J6xHe2BHK0lcWmeMy8mNOW/hUQR9O+Hdfyh5yLr8L/cEd8qlz2bMarnOvESm25dUvRO0DguHXeFftyY6fi/RJFLh6K2wM7ufQ9WWR3zIEKYFHjOsesz88gjZlFkVEUiQfTiDyEJsgP4Ul5SeXB/cVNBybCIEUeZKIooSGvCXYSj7aqYadSOPLMsoIQ4ZRxxC9TSOR3NknR1L/EUI0VuijPrbHGzsXcvokOVqP9FjLW6HrG+o02DrMNNPmb8F0+yUeYySke9kkvGO2e7S58hxnmJeRQiqBTE0Gi3YbtabWNBLKZuG+SqLQlR0GOIg1bv+WV0S3C6d/FOSsWFbepKbtoHAFRGPrCO0G0Gt8lf2S2l+4+LSt7VTaKXXXwWintM8Q2efdKaMMGcTt5jG9gLb8Stg0Et0gw7IOF7qk/10VyOwBpf1t5AcuBLeAVjHxgxxH6+DxnbyylreC9bH+fvWtlgXYVtLfv/8dwdSZNmja/C2Ybr9GencTFyldP2Wjyw7i2YS8u2IoyGR9t7ioyWuCNxYHqkxtjq/wHU9lY0HmkDc/iNWK6Pk+I+q4HTfe8wLx938OI0HUIft1hOOW4NyjMR8DaOwn53sBg1vh4K0Hat9/wzW1v3N7VpaUbxVzNPfYMLqldygyXBo2rtX8l4GcyL/xHKfVkf76xwP4NtyPImobGeHUH3CNBf8/RM/Kv3ejRGVfy6DjmcuJtY0D+ew3oj1v3flfYu60/FKo5ojo0WUIpS5yxK5eE9En1xyv3bzuTaxRhO0PALd7XfbahTYumi7EOTJTeeAflEZZYsb5L0y7g96gMtQ9+izhnBMQB6HdDkX0wzG9Ivrrz+XMRVnmx7OHk9ZUNnUGHdmYheXkpzitCZ6ncA4eUOtqNYmX6ru4zynaOpxeTneAPEXYSKoE7Hxe+U51urSNwM8v7z0X7VXSKrLdiQlR1nr+s2Bu/w3qgwC9L6s6edGalg5Y2XPE+SCUuxERltdr1vKGub6sANJ+ZmIJOcW+2eTNGfvtAR9a1kSrhz/I6QpIoMwpQvTdIR8+xPfYGU7D2kL16dBWeghQqoIYXwuM7jWPt5HBIepyUbQ68RlNhtKd6DHCur8hqN/jGrKxKWRZLkfnTdYrdHZfUlqjcZyW+VsNOkhkwjyugl74jbX8jKWK2HyuEoK0uEZEv8n8C22yzXR+MqrxQWui/bKOpgXng1BmQ26GAWesEnK5r4Y0zodOfo5B7yzwQXm4niMmvRc+JGY2tPbINg2O1KdkM/P4nsZ0+6zlzVE/mFHYjvnLA4Xif0Y5rcJ2KKdV2A7ltArboZxWYTOAfwF0OJps3PT/hgAAAABJRU5ErkJggg==)

3. Job Sequencing with Deadlines

def c(j, d):

n = len(j)

j.sort(key=lambda x: x[1], reverse=True)

t = [False] \* n

p = ['-1'] \* n

for k in range(n):

for l in range(min(n, j[k][2]) - 1, -1, -1):

if not t[l]:

t[l] = True

p[l] = j[k][0]

break

return [x for x in p if x != '-1']

j = [('a', 100, 2), ('b', 19, 1), ('c', 27, 2), ('d', 25, 1), ('e', 15, 3)]

print("Job sequence:", c(j, len(j)))

Output:![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOwAAAAUCAYAAACOEtFgAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAATTSURBVHhe7Zs9bxpJGMf/uY+B7eQutJSRUEBBQRcllQukRDYusARVYpECmTRbnF1stRGFIy6VLcUFJLIlF+kinzhxii1LV6blcryYr3H3PLuzsMDCrHnfeH4S8g6zM/NnZp6XWfAd3H/8HxQKhS/4SfxVKBQ+QBmsQuEjlMEqFD5CGaxC4SOUwSoUPsLdYIMZlM++oNrz2sc67ogb3FnX+L4jZIOj71PMnlDqSKyb23o8gcF1xYwo35RJ28u4zfpEHb3KqaB4r4u7wdYOkUw8RYxer85auDp4Rte/4TNGfwP0WX+Kk7YoKBbO9dlLWrc03tX61+0cjYnWadL2Mm6zvnPkhd25MUZKHERWs703eQHyEgOR924aRtGqrxYpMt8o4vb1T9c8RocgeSC7b7M+g1DP+NS+2I0uRrzrzeyoY8St+62MoM+Tjejfbl/W9rsZCH++vvHXHfp5XIP0dKKcVD8TFF5WntVMRLsuLpxI9DtxbT9F3PqPsx57/mh9U09EhQuL0OdpfQVj6LuxwWaLGvAxY0ZffiULdcSKaYeoVbx4DnwocFSmewp/IZbb87zxQikNkWYJrxJWe/2iiRVRx2Q3H+HDjuibx/9Yx7aWFrVCX8HWp6Ma2UK4/QmxnUN8O073eC7OCGIHl6JkMap/u/1KACjtWvcY7TVspe6b9cy6piF2oXfax2h+QPfbyPTPi3/Jw183v4tSF5l+m2Htp8XQ/it/dvcWZQ/VtTcdB+xkUfq8ru+4+vp+6cTR6BGqib1O+stRZbuZQb5CZT7bbtaR1M/NOhv2yD+TEXPqxdGNDcaZhvX0IYU91BuExSa5bl+iVCA93B+P/3ajx4AtLmGw5mAa5RyQJOPswG0c7w1oiVO0XDtG8rgm75/mZGR7U/s95J3jO/HQ/7RgnRp0ocsrEv3LAM2hkdtw7A+gdfrM496aMVNc32HrJ42wv6ytiqt5QTn8jvDuuy+hXwH5nPBQtTpaHC2F9+q+5OdrT0yp/6Ep0Kz1T4mh+hcOOZS3UTRO+WxuzZ1+5X7WWwhzWN8+g/1Oh2FO8X61iuQxth600GhYRX4YdRHY6j3PUM4eC3xFpeMIKCUmAwuJe0J05tDCTVQrZlEKR2gjLs6UNeq0yV7UzvXPUW1H6cw55NzC+hB16KPz2GZ0wOOtrlkpLGsrv35oXltI+pfC7TegOVLkkDjTWGmb1/7ndIYdQKbfI5R1mGc4bdx5HELwHlbbTVQa/5hFXr/t8BgBZVb6Jt4/clx+/M8PfTS8eMATwU+IdUo3nGHZWc/G9AmlnSPTg/BDnDwZ+MnBV0Rei9SAUlrDTmk9kC3u4y45jbDof7A9PxTRaBy7vkUaStD1P/DN9GL80In0BWz9JeC5I83jDZgTKTf3zRE88dB8omqlH8P7R+oQvyes9/nJeR57qAqDd7Z3zg+3PznV8a4zhzL9DGk8I40TpMrjpcSMTL+czj7Y7T0aTQP+XPYaXP9Ne68ZpfXDjcaapT5v6ytn2Prdgv/W4Qix5OeyGTC+wU4KO8z3iFzZDmzZWHZ9FmOfYf2M9bUNR9MN8+uJ28ZK4j19/jn/kCX4GJHAJUrHVtq6dCy7PjO7+tLJIvpR/w+rUPiIHzrCKhQ/GspgFQofoQxWofANwP95FhL6xbDM0wAAAABJRU5ErkJggg==)

4. Single Source Shortest Paths: Dijkstra's Algorithm

import heapq

def d(g, s):

q, seen, d = [(0, s)], set(), {}

while q:

(cost, v) = heapq.heappop(q)

if v not in seen:

seen.add(v)

d[v] = cost

for next, w in g[v]:

if next not in seen:

heapq.heappush(q, (cost + w, next))

return d

g = {

'a': [('b', 1), ('c', 4)],

'b': [('a', 1), ('c', 2), ('d', 5)],

'c': [('a', 4), ('b', 2), ('d', 1)],

'd': [('b', 5), ('c', 1)]

}

s = 'a'

print("Shortest paths:", d(g, s))

Output:![](data:image/png;base64,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)

5. Optimal Tree Problem: Huffman Trees and Codes

from heapq import heappop, heappush, heapify

def e(s):

f = {ch: s.count(ch) for ch in set(s)}

h = [[wt, [ch, ""]] for ch, wt in f.items()]

heapify(h)

while len(h) > 1:

l = heappop(h)

r = heappop(h)

for pair in l[1:]:

pair[1] = '0' + pair[1]

for pair in r[1:]:

pair[1] = '1' + pair[1]

heappush(h, [l[0] + r[0]] + l[1:] + r[1:])

return sorted(heappop(h)[1:], key=lambda p: (len(p[-1]), p))

s = "huffman coding"

h = e(s)

print("Huffman Codes:")

for p in h:

print(f"{p[0]}: {p[1]}")

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIIAAADOCAYAAADymdrqAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAxpSURBVHhe7Z3NT9tYF8afef8Mvjoz2bKsFAEiavRW0xULpFYtLECCVYtggQibLFoW2UwqFlTprIpUFgFUJBaspmLEiApQJJZs81Z85d/oe+/xR2Kw4xjb2KTPT0LEPnHiOI+vz/V9cu4v+P3JD5Cfnv+Y/8lPDoVABPdLQ2YWm+9folc9rK09QwHvcLgwJCFZPuj8ajJWXEfhcZ+5dKW2n3Vs7xdPjozat6K9b9en26hejiB3eZf9e4ry7jKyjW3k5j6Z69KFZ44wOLWO6dYPnV/B4fA35Er7xnInaEEtDqA09w5ncHkbv3iCaIH+ulXCh3rdWJHJYH7xLwzsBDsRmigxVB6h0E1C0LGP43126zBW/KrOHHXW7L7GxIZx4Kx1DlrOCO/4uXn2nKCGIWR7TlBeAyZVi9Sr1pWVaPa0aPKzKD9/qeJ6Q9WS7FZR2DBEau3f9ekJ8Fhtp1e2buuHFuirc0y0Fb0ShmoxXlgthtr36tx68/Uz6otfVJ/D2r+1KvC8RQiOuNHilErrLSfEjdc/vQJ6jjDhEFJGHau/kIX6bOMdfjYP2uYI2YW/cbj71fhTX8T15XdZf7Yxgze7asdM9kp/ILemDnoLsm5pWw5Qblw91n8tH8I7vo+CXt/Tj4vVZ+p9gMICUF16hnKjH7m8sT0O/sVnFTe2ncFh/zLK+V8kZO1frzrIejv9HL3t5NTvEvdlYAAwP6sX85UisDVr7/vE6jlylRkMqnNLzv7FURza+1dSJ9Gk+sKazL8axec5K6623zrHdHHGjGoxFzF8WcWbceM5peNLQ9Ax0VYI+oy3dvTmFx07jSPVLP/A2aV6fPoNe+rxd/3YIvME04tNoU6aZ1YrtR11lqjtNHvqQEaGajGGG1XZP5v6Pg4bI8hn1OP8KPpqG/Z7qyD2to5wbS7J9qql+rjbcqK9V63D4wGMiZC0mKu4yi7bzyk+B8qr6xJrUkdBvp+3oVoDzQPtNagz7v0ILnZe20It1ZotVGguLlRz+MRciIH6Oa5aW0L7r/ULVS3jnLl+6bX6fKplXGy2GFETSgh9/UZTO6iu15tmr+JeyDxCX+MSBxf/k0X9/tNZq+cRAfVPqKqze3NKn94m+ppeWTcuPyp+3DOJ+Yxx9goqnlPX8AOdIh18U2fzFMbsuOqBvBppadqN1mNz6qm5fJt5eS/z/XXCqhq068a5sWyjcwTdoqzYLcldcU0WrWRLc7P7aCeErcmOTsS0YsdVHmHG5ytf8eJmc336p93r8I6rJlAni9bysbrW6vxEvW4JRTtJ/dz/yd5Hq2tXGAe+LM3iYKQZ89z/DhicWkFRfSYr2fyys4EP8k1r7pAsLqhl3RJILuTsnqJxpV6jqhLGfyRhnK+sYEDlNVk7ro7xavNSZ6DeQ45V+GSRt5iJwDuLRKAQiEAhEIFCIAKFQAQKgQgUAhF87yPE5RcYzDzFbyOjmMwOATX3mzxyQ0fFe3uucL1buvUcvzjpnPZCuA+/QH4Fm/0bt7/Em+vVchnvHMPibeMkEJ6XBu0XONQupZ6WUbLKrBm1iO5e903GhvtxfGSMJQgXF+gb/q+54B8nwfAUgp+fIBF6HpkPPPCLE09CJovRjYeTZElxr6FPjEIOHMOwfnEShJBCiC9H2NvaBky/g0aP518d/2Mu+cdJMDx7DX5+AoO7j4f7mVs1unv4cdzbR+AXJ51DPwIRUpwjkPuEQiAChUAECoEIFAIRKAQiUAhESOw+gp8fIWycBCP5G0pefgSLsHHSEa6XBv2TN+0/2CyqgyxjCdqL4DaeEN9YA7lfXIUQur4AeXC0TRb96wvQj9AtsNdAhJBCYI7QLbj2GjqqjyDE50cIGyfBoB+BCMwRiEAhEIFCIAKFQAQKgQgUAhEoBCIkKgT9A5XNir4zue6scmoSNk46J7kbSn71DcLGSSDatAi6xKzhSxBvQmU2Uj9C2PoHrI8QLZ5CaD8fQUyErX/A+gh3xl0IfvMR2NCP0C0kmCyGrX/A+ghR4i4Ev/kIbO6eI4Stf8D6CNHSptfgMx+BEG6+gLD1D/zipHPoRyBCgjkCSRMUAhEoBCJQCESgEIhAIRCBQiBCokII4zfQ9RHGzDi9COF5uH4Ei5vPI3fCtUWw6iNY0/DL3A3ak3DrzEvOj0CixVUIVn0EC5m7Ye3EXIoR+g0SI2SOQD9Ct5Bgski/QZpoK4Q+c7x/MD+LTfNn8U6S8yOQaPHuNajuWXlxGVk9Z0PjBOUa1GVgKLL6CJowfgPWR4gW+hGIkGCOQNIEhUAECoEIFAIRKAQiUAhEoBCIkKgQwvoNwvgZiJP0+hEsvPwGftt3+vpECNkixOdH8IN+hmhJV44Q1m9AP8OdCSkE+hG6hQRbhLB+A/oZoiSxHCGs34B+hmgJ2WuIz4/Qid+g3fYavzhpQj8CEdLVayCJQSEQgUIgAoVABAqBCBQCESgEIiQqhHZ+gbB+BNZPCEb3+hEsvLYnDrxbhPwsynK2GWdceeqpGWglvX4EEgxvIRz8i8+rz8z5GmZw2L9sF86Ijbj9CMQTbyFknmB68W+zRfiKSf1j2FvQj9AteAjhKcrvR3Cx89psEf5AqdasoBINcfsRSBDchZB5hL7GJQ4ujGuwro8wnTXK9TtJrx+BBMOz16ALan0cN+dqON1G9XJEXQaAL0uzLVP8pNePwPoJwaAfgQjeySL5qaAQiEAhEIFCIAKFQAQKgQgUAhESFUIYP0EU9RNIk4frR7Dwinf6+kRo0yJkMFY05m2Qv4r2J6w754tO0I/gB/0KwfAUwlixiNxxyR59zK2eA65D0RESt5+AfgVPPIRgzAxfaJ0avr6PwvhMy4CThn6EbqFtsjgYsLkPRtx+AvoVguAhhH0cNl6iONUc79dZuvYwOu1qyfkR/KBfIRhteg0ZzKs84cVj05DSuMKXnRI+tF4uEvQjRFE/gTShH4EIbXME8vNAIRCBQiAChUAECoEIFAIRKAQidCgEfePIGIGMkjj9CJ34FUiTDoWgB5z+RM1cioT8CorYwMScHrSawcTllOP29Vl9H3sbbzGx4z5Lfdg4ceItBHNswa6PkDfXO0ivH4EEw0MISgSLozi06yOUcDg8iawZjQ36BRLDXQj5UfTVNrBnew/q2Ns6wrW51IR+hG6hwxwhDugXSBPuQjj4hqvsFMZsf2JGxvN7zaUm6fUjkGB4D0PrZHFxGVnxKV6htlYFFtSyY8w/vX4E1kcIBv0IREgwRyBpgkIgAoVABAqBCBQCESgEIlAIREhMCGHrG4TdnjhJ/oZS2PoGYbcnQpsWocWPUFmRs08/dp5Zdx9r8IPzOdwvnkKYr0w2q7OvbuDX7FDyvx/kfA6x4S6EzCyGcdT8wWu9jg+uli/6EbqFFPcaOJ/DfeIuhPonHGOkWS8pk8H8c2O42El8OQLnc7hf2vQadLJo+hEaJyjXgEntOnbkCHf3I4Stb8D6CNHScfdxbGpdCaHEg9mltBXCvOo+vjArqelZXEqldZwxKexK6FAiQop7DeQ+oRCIQCEQgUIgAoVABFch6Mk/9UhjnJOCx+1HYH2EYLgK4WxjBm92o54L2olv/YJ8vPUTiJP2l4b+GWzKWILpSbg1npBePwIJRlshZMcHUF0yaiSUG/2YbCnSnQj0E8RGWyHU1t7ZNRL2ji/lvxP6EbqF9peGRKGf4D4JKYT0+hFIMFwHnXT38eO4MU9Dbe0ZCniHwwW3cf30+hFYHyEYHH0kQopzBHKfUAhEoBCIQCEQgUIgAoVABAqBCL5C0Ddm4hjPj8JP4Ff/wC9OmiR/Q8mrvoHFXesf+MWJA+8WQR04Y66Gdi1CfGMNfvj5FehnCIa3EA7eig8hbqdSpPj5Fehn8CRkskg/QrfwgHsNfn4F+hmCEFIIyeUIfn4F+hmC4dFrsHwGN7npO4jPjxDWr6Dxi5Mm9CMQ4QHnCCRKKAQiUAhEoBCIQCEQgUIgAoVAhMTuI2i/wW8jo5jMDgE1l5tBPnGNvmFUVPHenitc7zprQHayPWnSvX4EC7/XJ4LrpUHGDyrqwIq7ZwVj+mCa65xjCun1I5BguAqhsLSN655+XKw+w5tdtbwAqZOgayTk8uaT0gj9BnfGO1lsHOFD/QfOdFmE029SJ+H7rRIJ9CN0Cw+410C/QZSEFEJ6/QgkGK69Bv3lihfh9E/kjkelNoIezy+hKHUTpGaCZOfp9SN0sj1pQj8CER5wjkCihEIgCuD/yVja9P78ebwAAAAASUVORK5CYII=)

6. Container Loading

def f(w, c):

w.sort(reverse=True)

k = []

for weight in w:

if c >= weight:

c -= weight

k.append(weight)

return k

w = [10, 20, 30, 40, 50]

c = 100

print("Containers loaded:", f(w, c))

Output:![](data:image/png;base64,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)

7. Minimum Spanning Tree - Kruskal's Algorithm

class G:

def \_\_init\_\_(self, vertices):

self.v = vertices

self.g = []

def a(self, u, v, w):

self.g.append([u, v, w])

def f(self, parent, i):

if parent[i] == i:

return i

return self.f(parent, parent[i])

def u(self, parent, rank, x, y):

xroot = self.f(parent, x)

yroot = self.f(parent, y)

if rank[xroot] < rank[yroot]:

parent[xroot] = yroot

elif rank[xroot] > rank[yroot]:

parent[yroot] = xroot

else:

parent[yroot] = xroot

rank[xroot] += 1

def kruskal(self):

result = []

i = 0

e = 0

self.g = sorted(self.g, key=lambda item: item[2])

parent = []

rank = []

for node in range(self.v):

parent.append(node)

rank.append(0)

while e < self.v - 1:

u, v, w = self.g[i]

i = i + 1

x = self.f(parent, u)

y = self.f(parent, v)

if x != y:

e = e + 1

result.append([u, v, w])

self.u(parent, rank, x, y)

return result

g = G(4)

edges = [(0, 1, 10), (0, 2, 6), (0, 3, 5), (1, 3, 15), (2, 3, 4)]

for u, v, w in edges:

g.a(u, v, w)

print("Edges in MST:", g.kruskal())
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8. Prim's Algorithm

import heapq

def h(g, v):

mst = []

used = {node: False for node in g}

min\_e = [(0, v, v)]

while min\_e:

w, u, v = heapq.heappop(min\_e)

if not used[v]:

used[v] = True

if u != v:

mst.append((u, v, w))

for to, weight in g[v]:

if not used[to]:

heapq.heappush(min\_e, (weight, v, to))

return mst

g = {

'a': [('b', 1), ('c', 4)],

'b': [('a', 1), ('c', 2), ('d', 5)],

'c': [('a', 4), ('b', 2), ('d', 1)],

'd': [('b', 5), ('c', 1)]

}

s = 'a'

print("Edges in MST:", h(g, s))
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9. Boruvka's Algorithm

class I:

def \_\_init\_\_(self, vertices):

self.v = vertices

self.graph = []

def a(self, u, v, w):

self.graph.append([u, v, w])

def find(self, parent, i):

if parent[i] == i:

return i

return self.find(parent, parent[i])

def union(self, parent, rank, x, y):

xroot = self.find(parent, x)

yroot = self.find(parent, y)

if rank[xroot] < rank[yroot]:

parent[xroot] = yroot

elif rank[xroot] > rank[yroot]:

parent[yroot] = xroot

else:

parent[yroot] = xroot

rank[xroot] += 1

def boruvka(self):

parent = []

rank = []

cheapest = []

numTrees = self.v

MSTweight = 0

result = []

for node in range(self.v):

parent.append(node)

rank.append(0)

cheapest.append(None)

while numTrees > 1:

for i in range(len(self.graph)):

u, v, w = self.graph[i]

set1 = self.find(parent, u)

set2 = self.find(parent, v)

if set1 != set2:

if cheapest[set1] is None or cheapest[set1][2] > w:

cheapest[set1] = [u, v, w]

if cheapest[set2] is None or cheapest[set2][2] > w:

cheapest[set2] = [u, v, w]

for node in range(self.v):

if cheapest[node] is not None:

u, v, w = cheapest[node]

set1 = self.find(parent, u)

set2 = self.find(parent, v)

if set1 != set2:

MSTweight += w

result.append([u, v, w])

self.union(parent, rank, set1, set2)

numTrees -= 1

cheapest = [None] \* self.v

return result

g = I(4)

edges = [(0, 1, 10), (0, 2, 6), (0, 3, 5), (1, 3, 15), (2, 3, 4)]

for u, v, w in edges:

g.a(u, v, w)

print("Edges in MST:", g.boruvka())
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